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 Basic Configuration of the PIC18 CAN FD Module

Introduction
Controller Area Network Flexible Datarate (CAN FD) is a new version of the Controller Area Network (CAN)
specification that allows for more data throughput while keeping the advantages of the CAN bus. The CAN FD
module on PIC18F devices has a number of new features that make configuring the module quite different from
previous CAN modules. This document will outline the basics of setting up the CAN FD module to both transmit and
receive CAN FD frames.
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1. Differences between CAN FD and CAN 2.0
CAN FD differs from CAN 2.0 in two primary ways. The first and most notable is that CAN FD has two baud rates
instead of one. The first is the nominal baud rate, which is used for the ID, overhead, and the CRC, and has the same
data rate limitations as CAN 2.0. The second is the data baud rate, which is used exclusively for the data bytes, and
can be a much higher data rate. In addition, the data section of a CAN FD frame can be up to 64 bytes, up from the 8
byte maximum of CAN 2.0.

The other differences between the two protocols primarily are more minor and several stem from the two major
changes, namely:

• The addition of BRS and FDF bits to indicate CAN FD frames/speeds and the removal of the RTR (remote
transmit request) bit.

• The CRC has been increased from 15 bits to either 17 or 21 bits.

The CAN FD module in PIC18 devices has had several major changes since the CAN 2.0 module, both in interfacing
with the new CAN FD hardware and handling the changes to CAN FD protocol.
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2. CAN Modes and Mode Changes
The CAN FD module has several modes of operation:

• Configuration mode
• Normal (CAN FD) mode
• Normal (CAN 2.0) mode
• Disable mode
• Listen Only mode
• Restricted Operation mode
• Internal Loopback mode
• External Loopback mode

Most of these modes are primarily useful in development, error or debug situations. The primary modes of concern
for basic configuration and transmission/reception are Configuration mode and the Normal modes.

2.1 Configuration Mode
Configuration mode is entered by setting the REQOP[2:0] bits of the C1CONT register to 0b100. Configuration mode
is active when the OPMOD[2:0] bits of the C1CONU register are equal to 0b100.

The following registers and bit fields can only be programmed during Configuration mode:

• C1CON: WAKFIL, CLKSEL, PXEDIS, ISOCRECEN, TXQEN, STEF, SERRLOM, ESIGM, RTXAT
• C1NBTCFG, C1DBTCFG and C1TDC
• C1TXQCON: PLSIZE[2:0], FSIZE[4:0]
• C1FIFOCON: TXEN, RXTSEN, PLSIZE[2:0], FSIZE[4:0]
• C1TEFCON: TEFTSEN, FSIZE[4:0]
• CxFIFOBA

In addition, all FIFOs and the TXQ are Reset in Configuration mode.

2.2 Normal Modes
There are two normal modes:

• CAN FD normal mode, entered by setting the REQOP[2:0] bits of C1CONT to 0b000
• CAN 2.0 normal mode, entered by setting the REQOP[2:0] bits of C1CONT to 0b110

Configuration mode must be exited and normal mode must be entered before the CAN FD will perform any
transmissions or receptions. The CAN FD normal mode can send either CAN FD or CAN 2.0 frames, depending on
the setting of the FDF bit of the CAN packet. Comparatively, the CAN 2.0 normal mode can only send CAN 2.0
frames and should only be used if the device is to be used on an exclusively CAN 2.0 bus.
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3. Baud Rate Setup
The first element of setting up the CAN FD module is to set up the baud rate(s) for communication. CAN FD has two
separate baud rates and as such has two separate sets of registers to configure them:

• Nominal Bit Rate (NBR), which uses the C1NBTCFGT/U/H/L registers
• Data Bit Rate (DBR), which uses the C1DBTCFGT/U/H/L registers

3.1 Clock Setup and Requirements
The CAN clock can be chosen from one of two sources: the system clock or the external clock. In many cases, these
two clocks will be the same, with one notable exception. The external clock setting bypasses the 4x PLL, allowing for
the CAN to be clocked directly by an external clock, while the device is clocked by the output of the 4x PLL circuit.

The CAN FD module is recommended to be clocked only by specific input frequencies, specifically 10 MHz, 20 MHz
or 40 MHz. This clocking restriction is an inherent limitation of the CAN FD hardware and can lead to unexpected
and/or undesirable behavior, if not followed. However, using other clock frequencies is possible for debugging and
development, although inadvisable for actual applications. Applications should use an external crystal/clock at one of
the aforementioned recommended frequencies.

3.2 Nominal Bit Rate (NBR)
The Nominal Bit Rate (NBR) is the bit rate of the arbitration section before the data and the CRC section after the
data. It is limited by the propagation delay of the physical CAN bus, much like with CAN 2.0, and as such has lower
maximum limits on its data rate.

3.2.1 Nominal Bit Rate Basics
Setting up the Nominal Bit Rate is done in several steps, the first of which is choosing a Nominal Time Quanta (NTQ).
Each CAN bit is broken down into a specific number of these Time Quanta (TQ), and further subdivided into smaller
segments that are similarly divided into Time Quanta. Determining the Nominal Time Quanta is selected by the BRP
bits of the C1NBTCFGT register using the following equation:

Equation 3-1. Nominal Time Quanta��� = ���� × ������� = �����������
Where NTQ is the Nominal Time Quanta, NBRP is the value of the BRP bits of the C1NBTCFGT register, and
FSYSCLK is the selected CAN clock.

Once the Nominal Time Quanta is determined, it can be used alongside the intended bit rate to determine the
number of Time Quanta to use per bit time with the following equation:

Equation 3-2. Time Quanta Per Bit������ ������ ������ ��� ��� = 1��� × ��� ����
From there, each bit time is broken down into four major segments:

• Synchronization Segment
• Propagation Segment
• Phase Segment 1
• Phase Segment 2

The Synchronization Segment is the section of the bit time in which the edge is expected to occur. It is the only
segment that is not configurable and is always hard coded as 1 Time Quanta. The Propagation Segment is
compensation for the propagation delay on the physical CAN bus. This segment must be held longer than the
maximum propagation delay of the signal on the bus. Phase Segments 1 and 2 serve the purpose of determining
when the bit is sampled: the sample point occurs on the transition from Phase Segment 1 to Phase Segment 2. The
two Phase Segments can also be lengthened or shortened to adjust for phase shifts in the edges of the bits.
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Configuring the individual segments is performed by bits in the C1NBTCFGU and C1NBTCFGH registers. The
Propagation Segment and Phase Segment 1 are combined to TSEG1, which is controlled through the TSEG1 bits of
C1NBTCFGU, and Phase Segment 2 is controlled by the TSEG2 bits of the C1NBTFGH register. As previously
mentioned, the Synchronization Segment is fixed at 1 Time Quanta, so combining these configurations with the
previous equations gives us the following equation:

Equation 3-3. Calculating TSEG1, TSEG2 and BRP����������+ 1 × ��� ���� = ����1 + ����2 + 1
Where any configured values of TSEG1, TSEG2 and BRP that make the equation true, are valid options. For
example, with an input clock of 40 MHz and a desired bit rate of 500 kHz, it can be reduced to:

Equation 3-4. TSEG1, TSEG2 and BRP Example80 = ���+ 1 ����1 + ����2 + 1
From here, there are a few considerations in determining BRP, TSEG1 and TSEG2.

3.2.2 BRP Considerations
For BRP, it is generally recommended to choose the smallest value that will still allow the equation to work, given
TSEG1 and TSEG2 limitations. This is because doing so gives more fine control over the sample point (smaller Time
Quanta size).

3.2.3 TSEG1 and TSEG2 Considerations
The two considerations for TSEG1 and TSEG2 are:

1. Propagation Time
2. Sample Point

Propagation time is part of TSEG1, and as such TSEG1 needs to be at least greater than the maximum propagation
delay of the bus, which is given by the following equation.

Equation 3-5. Maximum Propagation Delay����� = 2 × ���� − ���+ ����
Where tTXD-RXD is the propagation delay of the transceiver and TBUS is the delay of the CAN bus.

The sample point is the percentage through the bit at which the bit is sampled, located at the point between TSEG1
and TSEG2.

3.2.4 Synchronization Jump Width (SJW)
The final piece of bit rate setup is the Synchronization Jump Width (SJW). This is used in resynchronization when the
starting edge of an incoming bit does not fall within the Synchronization Segment. In this case, PHSEG1 or PHSEG2
can be adjusted to get the bit time back within sync with the actual signal. The SJW is the maximum amount that
either PHSEG1 or PHSEG2 are adjusted to allow this resynchronization. This should be set to the maximum possible
value (while not overshooting PHSEG1 or PHSEG2) as this increases oscillator tolerance of the CAN node.

3.3 Data Bit Rate (DBR)
The Data Bit Rate (DBR) is the bit rate of the data bytes sent during the CAN FD frame. Since it is the segment of the
frame in which it is guaranteed only one node on the bus will be transmitting, it has less stringent requirements,
allowing for higher data rates.

Setting up the Data Bit Rate is performed in the same way as the Nominal Bit Rate, using the C1DBTCFGT,
C1DBTCFGU, C1DBTCFGH, and C1DBTCFGL registers, instead of the C1NBTCFG registers. All equations and bits
are similarly setup. The primary difference is that TSEG1, TSEG2 and SJW for the Data Bit Rate have much lower
maximum numbers, as the number of Time Quanta per bit time is naturally going to be lower given the higher bit rate
used in the data segment of the CAN frame.

The considerations for setting up BRP, TSEG1, TSEG2 and SJW for the Data Bit Rate are similar to the Nominal Bit
Rate considerations with the three primary differences listed below.
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1. It is highly recommended to set the Data Bit Rate Prescaler (DBRP) to be the same as the Nominal Bit Rate
Prescaler (NBRP), as this prevents errors during the bit rate switch.

2. As previously mentioned, TSEG1, TSEG2, and SJW have lower maximum values, and with the same BRP,
there will generally be a lower number of Time Quanta in these segments for the data rate, as it is a faster bit
rate.

3. The TSEG1 value no longer needs to take propagation delay into consideration, as the propagation is only a
concern during arbitration, and the data rate occurs when only one node is transmitting.

3.4 Bit Rate Setup With the Microchip Code Configurator (MCC)
MCC has an easy setup tool that allows the user to enter the clock frequency, desired Nominal and Data Bit Rates,
number of Time Quanta, and sample point percentage, and it will write all relevant registers. An example of MCC
code generated that creates a 500 kbit Nominal Bit Rate and a 2 Mbit Data Bit Rate from a 40 MHz source clock is
shown below.

Example 3-1. Example MCC Bit Rate Setup Code

static void CAN1_BitRateConfiguration(void)
{

// SJW 14;
C1NBTCFGL = 0x0E;

// TSEG2 14;
C1NBTCFGH = 0x0E;

// TSEG1 63;
C1NBTCFGU = 0x3F;

// BRP 0;
C1NBTCFGT = 0x00;

// SJW 4;
C1DBTCFGL = 0x04;

// TSEG2 4;
C1DBTCFGH = 0x04;

// TSEG1 13;
C1DBTCFGU = 0x0D;

// BRP 0;
C1DBTCFGT = 0x00;

// TDCO 14;
C1TDCH = 0x0E;

// TDCMOD Auto;
C1TDCU = 0x02;

}
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4. FIFOs and Memory Usage
The CAN FD module contains implementations of data FIFOs to store received and transmitted messages. All of
these FIFOs are contained within a segment of memory intended for the CAN FIFOs, which is located at the end of
general purpose RAM.

4.1 Memory Setup and FIFOBA registers
The C1FIFOBA set of registers determines where in memory this FIFO RAM begins. In most cases, it is
recommended on 8-bit CAN FD devices to set FIFOBA to the beginning of the CAN FIFO designated area memory,
as this gives the most space for CAN FIFOs, but in some cases this segment of memory may be desired to be used
for other purposes, in which case, C1FIFOBA can be used to relocate the beginning of the CAN FIFOs further into
the memory section.

On PIC18-Q84 devices, the CAN RAM section is limited to 2 KB of RAM, so keep this in mind when determining the
number and size of FIFOs to be used in applications.

The FIFO section starts at the location defined by C1FIFOBA, and memory is allocated in the following order:
1. TEF (Transmit Event FIFO)
2. TXQ (Transmit Queue)
3. FIFO 1
4. FIFO 2
5. FIFO 3

Any FIFOs that are not enabled or not used are skipped and do not take up any of the CAN RAM section.

4.2 Transmit Event FIFO
The Transmit Event FIFO (TEF) is a FIFO that records transmitted messages, with a sequence number and optional
timestamp. The TEF does not store the payload of the transmitted messages. The most essential Transmit Event
FIFO configurations are:

• The TEF is enabled by setting the STEF bit of the C1CONU register.
• Configuring the number of message objects stored in the TEF by changing the FSIZE bits of the C1TEFCONT

register.
• The TEFTSEN bit of the C1TEFCONL register enables or disables timestamping of message objects in the TEF.

4.3 Transmit Queue (TXQ)
The Transmit Queue (TXQ) is a transmit-only FIFO. Setting the TXQEN bit of C1CONU enables the TXQ, the FSIZE
bits of C1TXQCONT, configure the number of message objects that can be stored in the TXQ. The PLSIZE bits of
C1TXQCONT configure the payload size of the message objects (all objects in the same FIFO share a payload size).

4.4 Configurable FIFOs 1-3
The other three FIFOs (1-3) can be configured either as transmit or receive FIFOs. Each can be configured as a
transmit FIFO by setting the TXEN bit in the C1FIFOCONxL register, where x is the FIFO number to be controlled.
Clearing the TXEN bit will configure the FIFO as a receive FIFO. Like the Transmit Queue, the FSIZE bits of the
C1FIFOCONxT register configure the number of message objects that can be stored in the FIFO, and the PLSIZE
bits of the C1FIFOCONxT register configure the payload size of the message objects. When the FIFO is in Receive
mode, the RXTSEN bit of the C1FIFOCONxL register can be set to enable timestamping of received messages.
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4.5 Memory Setup with MCC
MCC Easy Setup will setup FIFO settings, allowing the enabling of TXQ, as well as all three reprogrammable FIFOs,
and allows configuration of the following:

• FIFO RX or TX (except for TXQ)
• FIFO Depth (number of message objects)
• Payload (number of data bytes in each message object)
• Custom names (for TX FIFOs)
• TX Priority (for TX FIFOs)

The FIFO setup also summarizes the amount of data being used by the FIFOs, showing whether there is enough
space left for the FIFOs in the CAN memory. Below is an example of code generated by MCC to setup FIFO 1 as an
RX FIFO, FIFO 2 as a TX FIFO as well as the TXQ, all with a depth of 6 and a payload size of 32 bytes.

Example 4-1. FIFO Setup MCC Code

static void CAN1_RX_FIFO_Configuration(void)
{

// TXEN disabled; RTREN disabled; RXTSEN disabled; TXATIE disabled; RXOVIE
disabled; TFERFFIE disabled; TFHRFHIE disabled; TFNRFNIE disabled;

C1FIFOCON1L = 0x00;

// FRESET enabled; TXREQ disabled; UINC disabled;
C1FIFOCON1H = 0x04;

// TXAT Unlimited number of retransmission attempts; TXPRI 1;
C1FIFOCON1U = 0x60;

// PLSIZE 32; FSIZE 6;
C1FIFOCON1T = 0xA5;

}

static void CAN1_TX_FIFO_Configuration(void)
{

// TXATIE disabled; TXQEIE disabled; TXQNIE disabled;
C1TXQCONL = 0x00;

// FRESET enabled; UINC disabled;
C1TXQCONH = 0x04;

// TXAT 3; TXPRI 1;
C1TXQCONU = 0x60;

// PLSIZE 32; FSIZE 6;
C1TXQCONT = 0xA5;

// TXEN enabled; RTREN disabled; RXTSEN disabled; TXATIE disabled; RXOVIE
disabled; TFERFFIE disabled; TFHRFHIE disabled; TFNRFNIE disabled;

C1FIFOCON2L = 0x80;

// FRESET enabled; TXREQ disabled; UINC disabled;
C1FIFOCON2H = 0x04;

// TXAT Unlimited number of retransmission attempts; TXPRI 1;
C1FIFOCON2U = 0x60;

// PLSIZE 32; FSIZE 6;
C1FIFOCON2T = 0xA5;

}
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5. Transmission
Transmitting messages using the CAN FD module consists of two steps: writing to the transmit FIFO and requesting
a transmit from that FIFO. Transmits can be performed either by the TXQ or any of the reconfigurable FIFOs, if they
are configured in Transmit mode.

5.1 Writing to the Transmit FIFO
Before writing to a transmit FIFO, it is important to check that the FIFO is not full. This can be determined by checking
the TFNRFNIF bit of either the C1FIFOSTAxL or C1TXQSTAL register. If the flag is set, the FIFO is not full. Each
transmit FIFO has a set of User Address registers (C1FIFOxUA or C1TXQUA) that determine the RAM location of the
head of the FIFO. Writing to the transmit FIFO is a matter of writing the transmit message object to this address. The
transmitted message object is stored according to the following table (with an example payload of n bytes, giving a
total transmit object size of m bytes).

Byte Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

0 SID[7:0]

1 EID[4:0] SID[10:8]

2 EID[12:5]

3 - - SID11 EID[17:13]

4 FDF BRS RTR IDE DLC[3:0]

5 SEQ[6:0] ESI

6 SEQ[14:7]

7 SEQ[22:15]

8 Transmit Data Byte 0

9 Transmit Data byte 1

10 Transmit Data byte 2

11 Transmit Data byte 3

12 Transmit Data byte 4

13 Transmit Data byte 5

14 Transmit Data byte 6

15 Transmit Data byte 7

………………………………………………………………………………………………………………………………………
…………

m-3 Transmit Data byte n-3

m-2 Transmit Data byte n-2

m-1 Transmit Data byte n-1

m Transmit Data byte n

Once a message has been loaded into the transmit FIFO, setting the UINC bit of the C1FIFOCONxH or
C1TXQCONH register will increment the head of the respective FIFO.

 TB3266
Transmission

© 2020 Microchip Technology Inc.   Technical Brief DS-90003266A-page 10



5.2 Requesting Transmit
After loading messages into the transmit FIFO, transmitting messages from the FIFO is accomplished by writing the
TXREQ bit of either the C1FIFOCONxH or C1TXQCONH registers. Setting this bit will transmit all messages in the
respective FIFO and clear the TXREQ bit, once all messages are transmitted. Multiple FIFOs and the TXQ can be
requested to transmit at the same time, with the highest priority FIFO/TXQ transmitting first. Highest priority is
determined by the TXPRI[4:0] bits of the C1FIFOCONxU or C1TXQCONU registers. Messages in FIFOs configured
as transmit will be sent First-in First-Out, while messages in the TXQ will be sent based on their message ID (lower
message IDs are sent first).

It is possible to continue loading messages into the FIFO or TXQ while transmitting messages, but when doing so,
the TXREQ and UINC bits should be set at the same time to ensure that any appended messages are transmitted

In addition to the TXREQ bits located in the individual FIFO Configuration registers, the C1TXREQL register contains
mirror bits of all TXREQ bits that can be written to or read from as if they were the bits in those individual registers.
This allows for easy monitoring and control of message transmissions from one location.

5.3 MCC Transmit APIs
MCC, in addition to the setup of the transmit FIFOs, creates CAN FD transmit APIs, as well as data structures for
easier transmission of message objects. Th most essential of these are the CAN_MSG_OBJ struct and
CAN_MSG_FIELD union.

These two data types contain all of the data contained within a CAN FD message object, with the CAN_MSG_FIELD
containing the ID type, frame type, DLC, format type and bit rate switch, and the CAN_MSG_OBJ containing the CAN
ID, the CAN_MSG_FIELD, and a pointer to the data bytes.

Each section of the CAN_MSG_FIELD has an enum associated with it for easier use:
• The BRS mode can be set to CAN_NON_BRS_MODE or CAN_BRS_MODE, depending on if the message

changes bit rate.
• The ID type can be set to CAN_FRAME_STD or CAN_FRAME EXT, depending on if the message has a

standard or extended ID.
• The Frame mode can be set to CAN_FRAME_DATA or CAN_FRAME_RTR (keeping in mind this should only be

used with CAN 2.0 messages, as CAN FD does not support Remote Frames).
• The Format mode can be set to CAN_2_0_FORMAT or CAN_FD_FORMAT, depending on if the message is a

CAN 2.0 message or CAN FD message (keeping in mind that CAN 2.0 messages will not support BRS and CAN
FD messages will not support RTR).

Using these data structures is a matter of declaring a CAN_MSG_OBJ object, then assigning the proper value to
each of the fields. In the following example, a standard ID, CAN FD message with Bit Rate Switching Enabled and 32
data bytes is setup.

Example 5-1. Setting up a CAN_MSG_OBJ

CAN_MSG_OBJ Periodic_Transmit;
uint8_t

Transmit_Data[32]={0x00,0x01,0x02,0x03,0x04,0x05,0x06,0x07,0x08,0x09,0x0A,0x0B,
0x0C,0x0D,0x0E,0x0F,

0x10,0x11,0x12,0x13,0x14,0x15,0x16,0x17,
0x18,0x19,0x1A,0x1B,0x1C,0x1D,0x1E,0x1F};

Periodic_Transmit.msgId=0x001;
Periodic_Transmit.field.formatType=CAN_FD_FORMAT;
Periodic_Transmit.field.idType = CAN_FRAME_STD;
Periodic_Transmit.field.dlc = DLC_32;
Periodic_Transmit.field.brs = CAN_BRS_MODE;
Periodic_Transmit.field.frameType = CAN_FRAME_DATA;
Periodic_Transmit.data = Transmit_Data;
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CAUTION
Failing to initialize any part of the CAN_MSG_OBJ can cause undesirable results, as the fields may have
unassociated leftover data in RAM.

Once a CAN_MSG_OBJ is created and initialized, there are a few functions setup by MCC to aid in transmitting
message objects. The CAN1_TransmitFIFOStatusGet(const CAN1_TX_FIFO_CHANNELS fifoChannel)
returns whether a transmit FIFO is full or not, and the CAN1Transmit(const CAN1_TX_FIFO_CHANNELS
fifoChannel, CAN_MSG_OBJ *txCanMsg) function takes arguments of a CAN transmit FIFO and a reference to
a CAN_MSG_OBJ. Continuing the previous example, the following code checks whether the TXQ is full, and if not,
transmits the previously initialized message object.

if(CAN_TX_FIFO_AVAILABLE == (CAN1_TransmitFIFOStatusGet(TXQ) & CAN_TX_FIFO_AVAILABLE))
{

CAN1_Transmit(TXQ, &Periodic_Transmit);
}

The CAN1Transmit function will automatically handle writing to and incrementing the FIFO and setting the transmit
request.
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6. Reception
Reception of messages on the CAN FD module are similar to transmission in terms of dealing with the FIFOs, but
has an additional consideration: masks and filters. The CAN protocol is message-based and any application is going
to only want to respond to specific CAN IDs. The masks and filters allow the CAN FD module to ignore any
messages not on that specific list.

6.1 Mask and Filter Setup
The filters are configured using the C1FLTCONx and C1FLTOBJx registers. Each filter has a set of C1FLTOBJ
registers, which contain the 11/12 standard identifier bits, the 18 extended identifier bits and the EXIDE bit, which
determines if they will accept only extended ID or standard ID messages. Setting or clearing the EXIDE bit, then
setting the SID/EID bits to the ID of the message that the filter should accept, configures that particular filter to accept
that message ID.

The C1FLTCONx registers are then used to associate filters with FIFOs. C1FLTCON0L configures filter 0,
C1FLTCON0H configures filter 1, C1FLTCON0U configures filter 2, and so on up to C1FLTCON2T configuring filter
11. The FnBP bits determine which FIFO each filter is associated with, then FLTENn enables the filter.

Note:  FLTENn must not be set until after the associated C1FLTOBJn and FnBP registers are fully configured, as
those registers or bits become locked once the filter is enabled, and any writes to those registers or bits will not be
reflected in the actual registers.

While Filters allow for individual message IDs to be accepted, masks allow for a single FIFO to treat certain bits of the
ID as “don’t care,” allowing for several messages to be accepted by only using one or two filters. Each filter has an
associated mask configured by C1MASKn, which has the same bits as the filter registers (standard and extended ID,
as well as the MIDE, that determines if the filter cares about whether a message is standard or extended ID, or
whether it will accept both).

6.2 Reading from Receive FIFOs
As previously mentioned, handling data in the receive FIFOs is very similar to doing so in the transmit FIFOs. In most
use cases, the fact that a receive FIFO is not empty will be evident from interrupt triggering (as shown in CAN
Reception Interrupts). But, if that is not already the case, checking the TFNRFNIF bit to ensure that the FIFO is not
empty is required before attempting to read data from the FIFO. After doing so, the C1FIFOxUA registers will give the
location in RAM that contains the CAN message object in the following format:

Byte Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0

0 SID[7:0]

1 EID[4:0] SID[10:8]

2 EID[12:5]

3 - - SID11 EID[17:13]

4 FILHIT[4:0] - - ESI

5 FDF BRS RTR IDE DLC[3:0]

6 - - - - - - - -

7 - - - - - - - -

8 Receive Data Byte 0

9 Receive Data Byte 1

10 Receive Data Byte 2

11 Receive Data Byte 3
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12 Receive Data Byte 4

13 Receive Data Byte 5

14 Receive Data Byte 6

15 Receive Data Byte 7

………………………………………………………………………………………………………………………………………
…………

m-3 Receive Data Byte n-3

m-2 Receive Data Byte n-2

m-1 Receive Data Byte n-1

m Receive Data Byte n

Once a message object is read from the Receive FIFO, the C1FIFOxUA bit needs to be set, which will increment the
C1FIFOxUA registers to the next message location, allowing for the next message object from the FIFO to be the
next received message.

6.3 CAN Reception Interrupts
A common use case for CAN reception is interrupt driven, and the CAN FD module has a dedicated interrupt for such
a use case. The top level CANRX Interrupt Flag (CANRXIF) is a read-only interrupt flag that can be triggered by three
different reception events:

1. Receive FIFO is not empty
2. Receive FIFO is half full
3. Receive FIFO is full

In addition, each receive FIFO can have these interrupts individually enabled and can trigger the top level interrupt.

In short, to setup the receiver interrupt, the following procedure must be followed:
1. Choose and enable whichever FIFO interrupt triggers is desired (not empty, half full, full) for any receive FIFOs

that should generate interrupts. These are controlled by the C1FIFOCONxL TFERFFIE (full), TFHRFHIE (half
full), and TFNRFNIE (not empty) bits of the FIFO number in question.

2. Enable the Receive Object Interrupt Enable (RXIE) bit in the C1INTU register.
3. Enable the CAN Receive Interrupt Enable bit in the PIE registers, the location may vary by device.

From here, the enabled receive FIFO conditions will generate an interrupt, and user code must check which FIFO/
conditions triggered the interrupt. This can be aided by the C1RXIFL register, which has individual bits for each FIFO
indicating that the FIFO in question has an interrupt pending, and the individual TFERFFIF, TFHRFHIF, and
TFNRFNIF bits of the C1FIFOSTAxL register for the FIFO in question.

6.4 MCC Reception Setup/APIs
MCC Easy Setup allows for configuration of masks and filters, as well as through filter object settings. Each filter can
be individually enabled and configured, by selecting which receive FIFO the filter is associated with and which
message IDs the filter should accept. The filter and mask configuration code will then be automatically generated and
added to the project’s code.

Reception uses the same data structures previously mentioned in MCC Transmit APIs, most importantly the
CAN_MSG_OBJ data type. In this case, it is a matter of declaring a message object, then either through polling or
interrupt-driven operation, to use the CAN1_Receive(CAN_MSG_OBJ *rxCanMsg) function. This function will place
all of the data from the received message into the declared message object and handle the FIFO incrementing. Then,
all of the required data can be processed from the declared CAN_MSG_OBJ. For example, the following code
receives a message and outputs the 1st data byte onto a series of LEDs connected to port B and D.
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Example 6-1. Receiving a CAN FD Message with MCC

CAN_MSG_OBJ LED_Message;
uint8_t LED_Holder;
//polling or interrupt code here
CAN1_Receive(&LED_Message)
LED_Holder=LED_Message.data[0]
LATDbits.LATD0 = LED_Holder>>7;
LATDbits.LATD1 = (LED_Holder-128)>>6;
LATDbits.LATD2 = (LED_Holder-192)>>5;
LATDbits.LATD3 = (LED_Holder-224)>>4;
LATBbits.LATB0 = (LED_Holder-240)>>3;
LATBbits.LATB1 = (LED_Holder-248)>>2;
LATBbits.LATB2 = (LED_Holder-252)>>1;
LATBbits.LATB3 = LED_Holder-254;
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7. Conclusion
The CAN FD module represents a new kind of CAN interface for PIC18F microcontrollers, both in capability and in
how the module is used. This document outlined the major areas that need to be configured before transmitting or
receiving data using the CAN FD module. It highlighted bit rate configuration, FIFO and memory usage, as well as
transmission and reception message object setup and message exchange. In addition, it outlined how the MPLAB
Code Configurator (MCC) can be used to make each of these configuration steps easier to create code for.
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The Microchip Website
Microchip provides online support via our website at www.microchip.com/. This website is used to make files and
information easily available to customers. Some of the content available includes:

• Product Support – Data sheets and errata, application notes and sample programs, design resources, user’s
guides and hardware support documents, latest software releases and archived software

• General Technical Support – Frequently Asked Questions (FAQs), technical support requests, online
discussion groups, Microchip design partner program member listing

• Business of Microchip – Product selector and ordering guides, latest Microchip press releases, listing of
seminars and events, listings of Microchip sales offices, distributors and factory representatives

Product Change Notification Service
Microchip’s product change notification service helps keep customers current on Microchip products. Subscribers will
receive email notification whenever there are changes, updates, revisions or errata related to a specified product
family or development tool of interest.

To register, go to www.microchip.com/pcn and follow the registration instructions.

Customer Support
Users of Microchip products can receive assistance through several channels:

• Distributor or Representative
• Local Sales Office
• Embedded Solutions Engineer (ESE)
• Technical Support

Customers should contact their distributor, representative or ESE for support. Local sales offices are also available to
help customers. A listing of sales offices and locations is included in this document.

Technical support is available through the website at: www.microchip.com/support

Microchip Devices Code Protection Feature
Note the following details of the code protection feature on Microchip devices:

• Microchip products meet the specification contained in their particular Microchip Data Sheet.
• Microchip believes that its family of products is one of the most secure families of its kind on the market today,

when used in the intended manner and under normal conditions.
• There are dishonest and possibly illegal methods used to breach the code protection feature. All of these

methods, to our knowledge, require using the Microchip products in a manner outside the operating
specifications contained in Microchip’s Data Sheets. Most likely, the person doing so is engaged in theft of
intellectual property.

• Microchip is willing to work with the customer who is concerned about the integrity of their code.
• Neither Microchip nor any other semiconductor manufacturer can guarantee the security of their code. Code

protection does not mean that we are guaranteeing the product as “unbreakable.”

Code protection is constantly evolving. We at Microchip are committed to continuously improving the code protection
features of our products. Attempts to break Microchip’s code protection feature may be a violation of the Digital
Millennium Copyright Act. If such acts allow unauthorized access to your software or other copyrighted work, you
may have a right to sue for relief under that Act.

Legal Notice
Information contained in this publication regarding device applications and the like is provided only for your
convenience and may be superseded by updates. It is your responsibility to ensure that your application meets with
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your specifications. MICROCHIP MAKES NO REPRESENTATIONS OR WARRANTIES OF ANY KIND WHETHER
EXPRESS OR IMPLIED, WRITTEN OR ORAL, STATUTORY OR OTHERWISE, RELATED TO THE INFORMATION,
INCLUDING BUT NOT LIMITED TO ITS CONDITION, QUALITY, PERFORMANCE, MERCHANTABILITY OR
FITNESS FOR PURPOSE. Microchip disclaims all liability arising from this information and its use. Use of Microchip
devices in life support and/or safety applications is entirely at the buyer’s risk, and the buyer agrees to defend,
indemnify and hold harmless Microchip from any and all damages, claims, suits, or expenses resulting from such
use. No licenses are conveyed, implicitly or otherwise, under any Microchip intellectual property rights unless
otherwise stated.
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and other countries.

SQTP is a service mark of Microchip Technology Incorporated in the U.S.A.

The Adaptec logo, Frequency on Demand, Silicon Storage Technology, and Symmcom are registered trademarks of
Microchip Technology Inc. in other countries.
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Technology Inc., in other countries.
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